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Abstract

With the development of Web 2.0 technologies, online social networks are able to provide open platforms to enable the seamless sharing of profile data to enable public developers to interface and extend the social network services as applications. At the same time, these open interfaces pose serious privacy concerns as third party applications are usually given access to the user profiles. Current related research has focused on mainly user-to-user interactions in social networks, and seems to ignore the third party applications. In this paper, we present an access control framework to manage third party applications. Our framework is based on enabling the user to specify the data attributes to be shared with the application and at the same time be able to specify the degree of specificity of the shared attributes. We model applications as finite state machines, and use the required user profile attributes as conditions governing the application execution. We formulate the minimal attribute generalization problem and we propose a solution that maps the problem to the shortest path problem to find the minimum set of attribute generalization required to access the application services. We assess the feasibility of our approach by developing a proof-of-concept implementation and by conducting user studies on a widely-used social network platform.
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1. Introduction

The recent growth of social network sites such as Facebook, Twitter and MySpace has created many interesting and challenging security and privacy problems. In social networks, users manage their profile, interact with other users, and self-organize into different communities. Users profiles usually include information such as the user’s name, birthdate, address, contact information, emails, education, interests, photos, music, videos, blogs and many other attributes.

Controlling access to the information posted on user profile is a challenging task as it requires average Internet users to act as system administrators to specify and configure access control policies for their profiles. To control interactions between users, the user’s world is divided into a trusted and a non-trusted set of users, typically referred to as friends and strangers respectively. Furthermore, some social networks allow users to further partition the set of friends by geographical location, social group, organization, or by how well they know them. Users are provided with group based
access control mechanisms (Facebook Inc, 2011) that apply access rules on the different groups of friends and strangers. Facebook, one of the most popular social sites, enables users to create friend lists and to compose profile policies based on these friend lists (Facebook Inc, 2010). In addition to the challenges involved with enabling fine grain access control for user profiles (Damiani et al., 2002) to control which data attributes viewable by other users, a yet unexplored problem is related to users’ profile access from entities different from other social network users.

With the development of Web 2.0 technologies (O’Reilly, 2005), online social networks are able to provide open platforms to enable the seamless sharing of profile data to enable public developers to interface and extend the social network services as applications (or APIs). For example, Facebook allows anyone to create software plug-ins that can be added to user profiles to provide services based on profile data. Although these open platforms enable such advanced features, they also pose serious privacy risks (Tootoonchian et al., 2008; Gates, 2007; Hart et al., 2007). Users’ profiles in fact have a great commercial value to marketing companies, competing networking sites, and identity thieves.

Social networks platforms have focused on user-to-user fine grain access control, for example, the Facebook Privacy Policy allows users to specify fine grain policies controlling which profile attributes can be accessed by their friends and friends of friends (Facebook Inc, 2009). When installing social network applications users have to grant the applications all the requested permissions in order to successfully complete the installation process (Facebook Inc, 2010; Myspace Inc, 2009). For example, Fig. 1(a) and (b), show the application permission request displayed by the Google+ and Facebook platforms respectively when the user attempts to install an application. Basically, the adopted application access control model is an all-or-nothing policy, where the application should be granted all the requested permissions in order to install it successfully. In addition, API developers have access to users’ data regardless of the actual applications’ needs, leading to potentially serious privacy breaches (Irvine, 2008; CNET Blog, 2008; Washington Chronicle, 2008). Such privacy threat is often hidden or not clear to social network users, who are often not aware of the amount of data that is actually being disclosed, since they do not really distinguish between social network users and developers outside the social network boundaries. In November 2011, Facebook’s privacy practices were the subject of complaints filed with the Federal Trade Commission (FTC) (2011). The complaints were related to the Facebook’s privacy practices that deceived customers and failed to keep privacy promises. One of the main complaints was related to Facebook’s claim that third-party applications that users’ installed would have access only to user information that they needed to operate, where in fact, the apps could access nearly all of users’ personal data. In addition, Facebook claimed that it certified the security of apps participating in its “Verified Apps” program, where in fact they did not.

We believe, in order to promote healthy development of social network environments and to protect individuals’ privacy rights, users should be able to take advantage of the available applications while still having a stronger control on their data. The problem is not trivial, in that it requires designing new access control models for APIs in social networks, as well as extending social network applications. Applications should be designed and customized with the users’ profile preferences, and users should have the ability to specify the data that they are willing to reveal. Additionally, users should be able to use data privacy mechanisms such as generalization to enjoy the services provided through APIs without having to disclose identifying or private information.

In this paper we address this issue by deploying an access control mechanism for applications in social networks. Our goal is to provide a privacy-enabled solution that is in line with social network ethics of openness, and does not hinder users’ opportunities of adding useful and entertaining applications to their profiles. Our access control mechanism is based on enabling the user to specify the data attributes to be shared with the application and at the same time be able to
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**Fig. 1** – Social networks profiles and applications.
specify the degree of specificity of the shared attributes. Enabling such a mechanism requires applications to be developed to accommodate different user preferences. We model applications as finite state machines, and use the required user profile attributes as conditions governing the application execution. The user is faced with the challenge of specifying the minimum set of attributes and their minimum generalization levels required to acquire specific services provided by the application. In order to address this problem, we proposed the weighted application transition system and formulated the Minimal Attribute Generalization Problem. Furthermore, we propose a solution that maps the problem to the shortest path problem to find the minimum set of attribute generalization required to access the application services. We assess our solution by implementing a proof-of-concept prototype using the Drupal platform, which is an open source platform for the development of online communities and social networks. Additionally, we conduct extensive user studies using the Facebook social network. We simulate our selective installation process for different applications currently provided by Facebook and assess the users’ perceived benefits and ease of use. The response is encouraging and positive, in that respondents acknowledge the need for solutions of this kind to better protect their privacy and security. They also believed that our approach is appropriate to gain control of the data disclosed at the application’s end. The rest of the paper is organized as follows. In Section 2, we describe the related work. In Section 3, we provide background information related to Social Network APIs. In Section 4, we introduce our developer APIs access control framework. In Section 5, we discuss how to provide customized applications. Section 6 presents our implementation and experimental results. The conclusion and future work are discussed in Section 7.

2. Related work

Security and privacy in social networks is currently a well-studied research topic (IEEE. W2SP, 2008; Masoumzadeh and Joshi, 2011; Acquisti and Gross, 2006; Hogben, 2007; Golbeck and Hendler, 2006; Fong, 2011; Carminati et al., 2006, 2009). Several studies conducted in the past few years have identified the need for solutions to address the problem of information leakage in social networks. These solutions are envisioned to be based on interpersonal relationships and very flexible social interactions. In the following, we discuss some of the most relevant approaches developed along these dimensions.

Gollu et al. (2007) proposed a social networking access control scheme that considers user identities as key pairs, and social relationship on the basis of social attestations. They adopted access control lists to represent user access settings. A more sophisticated rule-based access control model has been proposed by Carminati et al. (2006). Such an approach is based on the enforcement of complex policies expressed as constraints on the type, depth, and trust level of existing relationships. The authors also proposed using certificates for ensuring the authenticity of user to user relationships, and client-side enforcement of access control according to their proposed rule-based approach, where a subject requesting access an object must provide the required authorization tokens to be granted access.

Along similar ideas, Hart et al. (2003), proposed Privacy-aware bLOGing engine (PLOG), that is automatic, expressive, and convenient. The authors focused on exploring content based access control for social networks to detect and deter malicious activities. Even though their main focus was on user to user interactions this work can be extended to accommodate social applications. The HomeViews (Geambasu et al., 2007) project is a related light-weight content sharing access control mechanism, which facilitates ad hoc, peer-to-peer data sharing between unmanaged home computers. Sharing and protection are accomplished without centralized management, global accounts, user authentication, or coordination of any kind. The approach is based on a peer-to-peer middleware system that simplifies the construction and management of distributed personal information sharing applications. With HomeViews, applications can easily create views, compose views, and seamlessly integrate local and remote views. Baden et al. have recently proposed Persona (Baden et al., 2009), which focuses on privacy issues in social networks by proposing a cryptographic-based approach. Persona hides user data with attribute based encryption, allowing users to apply fine-grained policies over who may view their data. The authors described an implementation of Persona that replicates Facebook applications and showed that Persona provides acceptable performance when browsing privacy-enhanced web pages, even on mobile devices. While notable, the proposed approach involves a level of sophistication from end-users which is unlikely, and it does not clearly address the issue of third-party applications.

Besmer et al. (2009), presented a new user-to-application policy which greatly restricts the information applications can access, while still allowing useful and desired information sharing. Their proposed model leverages user to user influence by presenting users with policy recommendations based on their friends’ previous experiences when installing social applications. Singh et al. (2009) proposed the xBook framework which prevents untrusted third party applications from leaking users’ private information. The xBook framework is based on controlling information flow between the different application components, based on a data labeling and application confinement. Felt and Evans (2008) proposed a novel solution for protecting privacy within social networking platforms through the use of an application programming interface to which independent application owners would agree to adhere to. This approach enables users to protect their information attributes, however the required agreement limits the wholesale adoption of a privacy proxy.

Other related work has analyzed both privacy risks associated with information disclosure in social networks, and developed initial mechanisms to protect against some involuntary information disclosure. Liu and Terzi (2009) proposed a framework for deriving a “privacy score” to inform the user of the potential risks to their privacy created by their activities and activities with other users within the social network. To mitigate against these information leakage channels, Vanetti et al. (2011), proposed a system for content-based message
filtering for social networks. The system allows users to automatically control the privacy of messages posted on their profile walls. The approach is based on a flexible rule-based system that allows users to customize their filtering criteria, and a supervised learning classifier that automatically manages the labeling of messages based on their content.

In regards to work specific to applications, Felt et al. recently reviewed the permissions requested by current applications (Porter Felt et al., 2011). While some of their findings apply to the context of Android applications, they confirm our claim that up-front permission requirements for installation may help applications achieve their full potential in a secure fashion, while still be useful for end-users. Finally, this work extends our preliminary research (Shehab et al., 2008), in which we first introduced the notion of access control for third-party applications. In this paper, we developed such ideas more in-depth, and validated in a two step fashion, by implementing it on an open source platform and by means of a user study, whereby we assessed the user’s perceived value of our approach.

3. Background on social network APIs

With the emergence of new web technologies, and with the establishment of the Web 2.0, a large number of web sites are exposing their services by providing web programming interfaces (APIs). For example, Google Web API (Code, 2009) provides a programming interface to query web pages through Google from user developed applications. Several social network web sites have released APIs that allow developers to leverage and aggregate information stored in user profiles and provide extended social network services. The exposed APIs are basically a set of web services that provide a limited and controlled view for the application to interface with the social network site. The social network application architecture includes three interacting parties namely the user, social network server, and the third party application server. Fig. 2(a), shows the different blocks used in the social networks architecture. Note that the application server is able to connect to social network through the exported web APIs. Furthermore, these requests are filtered through the request management module which will be discussed in detail in the next section.

For example, consider an application that recommends stores in your area that are having sales. In this case, the application requires access to retrieve your address, age, marital status, and gender. The address information is required to be able to locate shops in your area, and the other parameters are required to provide a more focused recommendation. Some other applications would not only require data from your profile but would also require data from your friends’ profiles. For example, consider an application that projects your friends on an online map according to the address listed on their profiles. This application requires your address and your friend list, then for each friend it would retrieve their address.

Social networks provide mechanisms for users to customize their profiles and to add applications developed by external developers. The application provides the customized services by accessing the exported APIs. Fig. 2(b), depicts the interaction stages between the user browser, social network and the third party application. The interaction starts when a user requests an application APP (Steps 1–2). The application server interacts with the social network server by instantiating API calls (Step 3). Upon receiving the responses of the API calls, the application server compiles and sends a response to the social network which is forwarded to the requesting user (Steps 4–5).

4. Developer APIs access control framework

Applications require permission to access user’s profile data to provide a service customized to the user’s profile data. In this section we present our approach to enable fine grain access control (Damiani et al., 2002; Rizvi et al., 2004) for third party applications, to limit applications’ access only to relevant user’s profile data. We first provide some preliminary definitions related to applications and API set, and then we discuss our proposed fine grain access control framework for API based applications.
4.1 Social network profiles and data sets

For the purpose of our work, the two main components of a social network are represented by users’ profiles and applications.

Users’ profiles. Users’ profiles are modeled as collection of data items that are uniquely associated to them. Each data item is defined over a finite domain of values.

Definition 1. (User Profile) A user profile for user i, is characterized by an attribute vector \( x = [x_1, \ldots, x_n] \), where attribute \( x_i \) takes values in a domain \( D_i \), which also includes the null value referred to by \( \bot \).

A common practice in privacy preservation mechanisms is to replace data records with suppressed or more general values (Samarati and Sweeney, 1998; Sweeney, 2002) in order to ensure anonymity and prevent disclosure of sensitive data. A simple disclosure policy can simply suppress an attribute if certain disclosure criterion are met, in this case that is a all or none policy. A generalization disclosure policy, is accomplished by assigning a disclosed value that is more general than the original attribute value. For example, the user can make the address information less specific by omitting the street and city and revealing just the zip code. Fig. 3, shows an example of a partial value generalization hierarchy of the address attribute. We assume that domain \( D_i \) for a certain data item \( x_i \) (see Definition 1) is a partially ordered set \( (D_i, \prec) \), where \( D_i \) are the attribute generalizations and \( \prec \) is the ordering operator. In the domain \( D_i \) the largest element corresponds to the non-generalized attribute value and the smallest element is the most generalized value which is the suppressed value \( \bot \). The domain \( D_i \) contains \( l \) generalization levels, an attribute generalized to the \( h^{th} \) level of generalization is denoted by \( D_i^h \), where \( 0 \leq h < l_i \). Data attribute generalized to \( D_i^l \) is more general than an attribute generalized to \( D_i^j \), \( D_i^j \prec D_i^l \), which implies that \( D_i^j \) discloses more information than \( D_i^l \).

Given a user profile \( x \), by specifying generalization preferences for each of the profile attributes the user is able to specify a different view for each application. The user generalization preferences for an application is defined by the attribute generalization vector \( \text{UP} = [h_1, \ldots, h_n] \) where \( h_i \) represents the generalization level \( D_i^h \) permitted for profile attribute \( i \). Different attributes have different disclosure sensitivity, for example some users might regard their home address more sensitive than their cell phone number. To capture attribute sensitivity, for each profile attribute \( x_i \) the user assigns a sensitivity metric \( \Phi_i \), which is specified for the non-generalized attribute value \( D_i^l \). Note that the sensitivity of an attribute \( x_i \) generalized to level \( h_i \) is proportional to \( \Phi_i h_i \). Given a user generalization preference vector the \( \text{UP} = [h_1, \ldots, h_n] \), the risk of attribute disclosure is proportional to \( \Theta(\text{UP}) = \sum_{i=1}^{n} \Phi_i h_i \). Note that the function \( \Theta() \) provides a mechanism to compare user generalization preferences. In addition to the profile attributes the generalization model can also be applied to the tags and the metadata that are attached to the profile data.

Applications. The building block for our model is represented by applications. Applications are composed of a set of API’s which are functions called by the application.

Definition 2. (Application API Set) Given an application \( \text{App} \), the application API set \( \text{App} \).apiset is the set of APIs called by application \( \text{App} \), represented as the set \( \text{App} \).apiset = \{api\_1, \ldots, api\_n\}.

For example, consider a horoscope application \( \text{HoroAPP} \), illustrated in Fig. 4. It calls the ”\text{user.get_birthday()}" and “\text{user.get_friends()}” APIs. The application API set for \( \text{HoroAPP} \) is \( \text{HoroAPP}.apiset = \{\text{user.get_birthday()}, \text{user.get_friends()}\} \). From the API calls the set of data set accessed by the application can be obtained by tracing the data acquired by the called APIs. For example, consider an API ”\text{user.get_birthday()}”, the profile data accessed is \( \{\text{profile.birthday}\} \). Other APIs involve the processing of several profile data items for example, consider the API ”\text{user.get_photos_with_friends()}”, this API returns the photos taken with friends. The API performs a join between the user friends and the user photo album meta data, in this case the data items access are \( \{\text{profile.albums.profile.friends}\} \). Accordingly, an application can be translated from a set of API calls to a set of data accesses. This set of accessed data can be then presented to the user to select which data items to be exposed.

![Fig. 3 – A partial value generalization hierarchy of the address field.](image-url)
4.2. The access control framework

Our framework adopts the Principle of Least Privilege (Saltzer and Schroeder, 1975), which requires that each principal be accorded the minimum access privileges needed to accomplish its task. In our context, principals are the applications, which should be awarded access to the minimum set of profile data in order to provide the requested service. To achieve this goal we present a mechanism that enables fine grain access control on the profile data. Such a mechanism enables the application developer to select the data items required by the application and at the same time enables the user to opt-in or opt-out or generalize each of the requested data items. Specifically, our framework is characterized by three main phases: application registration, to register the application at the social network server; user application addition, to add the application in a local profile; and application adaptation, within which the application adapts according to the provided data items. We discuss them in what follows.

Application registration. The application developers register the application with the social network server. The developers are required to share the application API calls and the application business state diagram describing the application process, the details of this requirement will be discussed in following sections. As part of the registration process, developers need to tag the application, by labeling each API within the application with the set of user’s data items used by the application. The tags provided during this stage only refer to the user’s profile data involved and do not include any external output or additional user input that may be required when executing the API. The provided application information is used to compile an application sheet describing the data attributes required by the application.

User application addition. Once the application is registered with the social network server, it becomes available for social network users to add to their profiles. Upon selecting the application, the application sheet is presented to the user, who is prompted with the following options for each data item required by the API: choose to opt-in, opt-out, or generalize. Intuitively, the user opts-in for the data items he is willing to disclose to the application. If the user opts-out for some data the application needs to adapt in order to be properly executed without such input. In case the generalize option is chosen for a certain data item, then the user only accepts the application to employ generalized data attribute (Samarati and Sweeney, 1998; Sweeney, 2002). The user selections are input in the user sheet, which indicates the user access preference for the added application.

An example of XML encoding for the horoscope application sheet is reported in Fig. 5(a), where birthday, gender and address are requested. In Fig. 5(b) we report the user sheet in case the user opted to disclose only month and year of birth.

User application adaptation. At this stage the user sheet is used to generate a version of the application executable using the input obtained by the profile data items. This phase requires the application to differentiate provisioning according to the permissible data items and their respective generalization levels. We discuss in the next section how this not trivial task is achieved.

5. Customized application service provisioning

The user sheet provides a mechanism for users to specify generalization preferences on the profile attributes to restrict the data accessible to the application. On the other hand, by enabling attribute generalizations the application is faced with the problem of missing data, and might not ensure the provisioning of the request service based on the provided data generalizations. To address this issue we propose that during

ExampleApplication()
{
    a = get_friends(userid);
    ...
    b = get_albums(userid);
    ...
    Query = "SELECT birthday FROM user_db
             WHERE uid=userid";
    c = send_query(Query);
    ...
}

Fig. 4 – Example of horoscope application.

<table>
<thead>
<tr>
<th>a</th>
<th>Application Sheet</th>
</tr>
</thead>
<tbody>
<tr>
<td>b</td>
<td>User Sheet</td>
</tr>
</tbody>
</table>

Fig. 5 – Application and user sheets.
the application registration phase the application developer is required to provide the process execution description of the application. The process execution description describes the interactions between the composed APIs. A candidate process description language standard is BPEL (Business Process Execution Language for Web Services, also WS-BPEL, BPEL4WS) (OASIS, 2008) which provides a rich vocabulary for expressing composition, orchestration and coordination of web services to describe the behavior of business processes. Fig. 6, shows an example process execution diagram describing the service invocations and service transitions required by an application that aggregates the user’s friends’ addresses and projects them on Google Maps. Note that the transitions are labeled with conditions on the returned API calls. The web services composition and choreography described by BPEL can be formalized based using finite state processes (FSP) (Foster et al., 2005; Salaun et al., 2005; Foster et al., 2006; Hogben, 2007). In what follows we define the application as a transition system.

**Definition 3.** *(Application Transition System).* An application transition system is a tuple $TS = (S, \Sigma, \delta)$, where:

- $S$ is a finite set of states. The set of states includes a single initial state $s_0$ and a finite set of final states $F \subseteq S$.
- $\Sigma$ is the alphabet of operations offered by the service and the data required by this service.
- $\delta : S \times \Sigma \rightarrow S$ is the transition function that maps states and alphabets to another state. The transition $\delta(s, \alpha) = s_j$, represents that transition from state $s$ to state $s_j$ subject to services and data in $\alpha$.

The final states $F \subseteq S$ describe the different flavors of a given application, for example, a horoscope application could simply provide a user with her daily horoscope, or her horoscope combined with her friends’ horoscope, or her horoscope and compatibility with her friends, etc. The mapping function $\delta$ is used to represent the constraints required to transition from one state to another. In this paper, we focus on constraints related to the required profile data generalization levels requested by the application to enable the successful transition from a state to another. For example, an application requesting the user’s address through the service `get_address()`, the application will transition to a different state depending on the generalization level of the returned address attribute. From an application perspective the user generalization preference vector specifies the permitted attribute generalization levels, which in turn dictates the set of permissible state transitions. The set of final states represents the different service levels provided by the application.

**Definition 4.** Given an application transition system $TS = (S, \Sigma, \delta)$ and a user preference vector $UP$, the reduced application transition system $TS_{UP}$ is defined as the tuple $(S_R, \Sigma_R, \delta_R)$, where:

![Diagram](image-url)
\( S_0 = S \) and \( S_R = \Sigma \).
\[ \delta_R = \delta \text{ for } \delta(s_i, a) = s_j \]

where the attributes \( a \) satisfies the user preference vector \( UP \).

The reduced application transition system includes only the state transitions that are permitted by the user preferences. It also indicates the states that are reachable after the user preferences are applied to the application.

We model the application transition system as a directed graph \( G = (V, E) \), where the vertices \( V \) represent the states, and the edges \( E \) represent the state transitions. The edges \( E \) are labeled with the minimum attribute generalization levels required to enable the state transition. For an edge \( e \in E \) the edge label \( e \cdot h \) represents the generalization level required for the state transition. For example, in Fig. 7(a) the edge \((S_0, S_1)\) is labeled with \( h_1^2 \) indicating that the generalization level 2 is required for attribute \( x_1 \) to enable transition from state \( S_0 \) to state \( S_1 \.) A user preference is said to satisfy a transition if the specified user attribute generalization level is greater than or equal to the edge generalization level.

The reduced application transition system is computed by generating a graph \( G_R = (V_R, E_R) \), where \( V_R = V \) and \( E_R \subseteq E \) includes only the transitions \( E \) that satisfy the user preferences. Fig. 7(b), shows an example reduced application transition graph for the user preference vector \( up = \{ h_1^3, h_2^5, h_2^6, h_1^1 \} \) and the original application state diagram in Fig. 7(a).

**Definition 5.** (Application Service Path) Given an application transition instance \( TS = (S, \Sigma, \delta) \), the path \( P = (e_0, \ldots, e_{n-1}) \) is sequence of state transitions, where the edge \( e_0 \) starts at the initial state \( S_0 \) and the ending edge \( e_{n-1} \) terminating at a final state \( S_{n} \in F \). The path generalization vector \( g(P) = \{ e_1, h_2, \ldots, e_{n-1}, h_n \} \) is defined as the set of data attribute generalization levels required to traverse this path.

The Application Service Path represents an instance of an application execution that starts at the start state \( S_0 \) and ends at a target ending state \( S_n \).

**5.1. Optimal user application preferences**

In our framework, when trying to install an application, the user specifies an attribute generalization preference and a target final application state. The challenge the user is faced with is to identify the minimal attribute generalization preference required to enable the application to successfully terminate to the requested final state. According to the security principle of Least Privilege, an application should be awarded access to the smallest set of profile attributes at the minimum generalization levels in order to provide the requested service. Formally, the minimal attribute generalization problem is defined as follows:

**Definition 6.** Minimal Attribute Generalization Problem, Given an application transition instance \( TS = (S, \Sigma, \delta) \), and a target final state \( s_f \in F \), determine the minimal user attribute vector \( UP = \{ h_1^1, \ldots, h_n^1 \} \) required to enable the successful transition from the start state \( S_0 \) to the final state \( S_f \).

The minimal user attribute vector is the vector that requires the minimum exposure of the user attributes and enables the application to transition to the target final state. Using the graph based application transition model, an application service path beginning at start state and terminating at the final target state holds the set of generalization levels required to take such a path. The minimal attribute generalization problem translates to finding the minimal application service path from the start state to the target final state in a weighted application transition system defined as follows:

**Fig. 7 — Application state diagram and user preferences.**
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Definition 7. (Weighted Application Transition System). A weighted application transition system $T_S = (G, W)$ where:

- $G$ is the application transition graph $G = (V, E)$, where $V$ is the set of vertices representing the finite set of states, and $E$ is the set of edges representing the state transitions.
- $W: E \times \Phi \rightarrow \mathbb{R}^+$ is the edge weight function that maps the edge attribute generalization labeling $E.h$ and the attribute sensitivity $\Phi$ to an edge weight $w$.

Given an application service path $P = (e_0, ..., e_n)$, the path length is defined as follows:

$$\Theta(UP) = \sum_{i=0}^{n-1} W(e_i, \Phi_i) = \sum_{i=0}^{n-1} \Phi_e h$$

Given the weighted application transition system and the path length definition, the minimal attribute generalization problem simply maps to finding the shortest path from the start state $s_0$ to the final target state $s_f$. The initially specified user preferences are used as an upper limit on the user preferences and are referred to as the upper limit user preferences $UPL = [h_0, ..., h_n]$. Fig. 8, depicts the algorithm used to compute the minimal user attribute preferences vector. Lines 1–9, initialize the application transition graph to generate the edges that are not allowed by the specified user attribute generalization upper limits by setting the edge weights to $\infty$, and the weights of the permitted transitions using the edge weight function that incorporates both the user attribute sensitivity and generalization level. Lines 10–14, initialize the distance from $s_0$ to other vertices, where $d[u]$ and $pi[u]$ represent the shortest distance from $s_0$ to $u$ and the predecessor of $u$ on the shortest path respectively. Lines 15–24, computes the shortest path from $s_0$ to all the transition states. Lines 25–34, computes the minimal user preferences vector required to transition from state $s_0$ to the target final state $s_f$.

6. Implementation and experimental results

Our approach to assess the proposed solution is two-fold. First, we investigate the architectural changes that our approach would entail on an existing social network. To this extent, we develop a proof-of-concept implementation using an existing open source framework for social network sites. Second, we
show the feasibility of our proposed approach by conducting user studies on a widely-used social network platform.

6.1. System prototype

In this section we present the main extensions we have introduced in order for an application accommodate attributes with different generalization levels based on the user preferences. We begin with a brief presentation of the Drupal platform (Buytaert, 2009), which we used as a platform for our approach, followed by our additions and modifications to the Drupal Site.

Overview of Drupal: Drupal is an open source content management system that is commonly used to build social networks and online communities. Drupal has a modular structure: it offers a number of core and optional modules that can be combined with any modules contributed by the developers, to enable a whole range of functionalities. Drupal’s module system is based on the concept of APIs called “hooks”. A hook is a function, which has a defined set of parameters and a specified result type. These hooks are used to interconnect and enable communication between the different modules. The modules are also able to store and retrieve data stored in a shared Drupal database. This information is required by the modules to provide their services. Drupal provides a profile module which manages profile information of each registered user in a table called PROFILE_VALUES. The columns of the tables are the uid, fid, and attr, which represent the user’s unique identifier, the field identifier mapping to the different social network profile fields, and the attribute value respectively. The current Drupal implementation enables all modules to access the user profile information by simply querying the PROFILE_VALUES table in the database. The content in Drupal is stored and treated as nodes. Drupal stores the association of the nodes, the contents, the content types and their owners in different tables in a database accessible to all the modules.

Drupal’s Extensions. To implement our proof-of-concept prototype, we extended several core modules, including the profile, profile privacy, webform modules. In addition, we developed a Horoscope module to investigate the feasibility of our proposed approach. The horoscope module provides the user with daily horoscope updates. The horoscope being displayed depends on generalization level of the profile attributes that the user is willing to share to the module.

We extended the native profile module to restrict direct access to the profile fields, and to enable access only through the profile module hooks. In this way, the other application modules are able to access the profile fields only through the profile module. The profile module regulates the privacy level of access for each profile information based on the input of the profile owner. The profile moduleencrypts all the profile information before it is stored into the PROFILE_VALUES table in the Drupal database. The encryption and decryption of the profile fields is managed by the profile module. This simple approach ensures that the profile attributes are protected through encryption and only accessible through the profile module hooks. Each application module has different level of access to the profile field information depending on the privacy level specified for this particular application module. The profile module therefore needs to differentiate between the different models and should be able to authenticate the application module before passing on the decrypted profile information to the application module. Fig. 9 illustrates the authentication concept used in this approach.

The application module gives the user the ability to pick the level of operation of a given application module. The application developer is required to specify the minimal profile information that would be required for the different levels of operation of the application module. The profile module stores a local copy of the module name and its corresponding random key, by invoking the horoscope_enable and profile_modules_enabled hooks. Since horoscope_enable and profile_modules_enabled are atomic, the key cannot be leaked. Subsequently, to authenticate an application, the profile module checks if the random key passed by an application module to the profile module is identical to its local copy of application module and it’s corresponding random key. If they match it authenticates the application module.

Whenever the user enables a particular application module a web form is loaded. Web forms are handled by the Drupal webform module. To enable suggesting customized fields, we modified the process of value retrieval. For example, in Fig. 10(a), we report a partial output of the form generated by the webform of the Horoscope module. Here, the value stored in the "Minimal requirements for the Minimal Service”, “Minimal requirements for Intermediate Service-I”, “Minimal requirements for Intermediate Service-II” and “Minimal requirement for Maximum Service” are specific to the horoscope module. These values will not be same for all the

![Fig. 9 – Random key generation for authentication and minimal requirements specification.](http://dx.doi.org/10.1016/j.cose.2012.07.008)
application modules, as they are specified through the application sheet. Notice that the form in Fig. 10(a) provides the user with the minimal profile information that would be required by the application module for its different level of operation. The user then picks the level of functionality based on the minimal requirements condition. If the user picks “Intermediate Service-I” but he doesn’t meet the requirements for that level, the application will automatically detect the level in which the user can operate based on the profile information that he has selected. For instance, let us assume that the user has selected Generalized Birthday and Generalized Interests as the information to be exposed to the application. He then selects Intermediate Service – I as the Application Functionality Level. In this case, the conditions are not met, but the information provided by the user meets Minimal Service level of the application (in the above figure). Therefore the application operates in Minimal Service instead of the Intermediate Service-I.

Fig. 10(b) shows the generalization levels of each profile attribute, which the user can select for the horoscope example. In the Figure, Pennsylvania, July, and 20–30 represent the generalized values of State College Pennsylvania, 01-July, and age 22 respectively. Furthermore, the user has decided not to expose Fashion and has selected generalized value for Interests which is sports (actual value being tennis). Clearly, the values displayed to the user for generalization are specific to the user who has enabled the horoscope module, and therefore assigned dynamically. These values override the statically assigned initial values of the form generated by the webform module.

6.2. User studies

We also evaluated our approach through a user study involving a significant number of participants.1 Our evaluation involved a simulation of the application installation procedures, followed by a post-session questionnaire, as described in this section.

Participants were randomly recruited from a large US university community (staff, students, and faculty), including users of social network sites. Out of the 250 participants recruited, 85 agreed to participate in our study (response rate of 34%). The average age of the respondents was 25.13 years old. Participants were asked to indicate the social network they most often accessed: 85.6% most often accessed Facebook, while the remaining participants were distributed among Orkut, Linkedin (6%) and LiveJournal. Considering Facebook is one of the social networks that most heavily promotes the usage of applications, our sample was deemed appropriate for our study. In terms of network usage frequency, 94% of the respondents accessed social network sites at least once a week, and of 73.8% of those were daily users. Moreover, in terms of application usage, 47.8% of the respondents reported using applications at least once a week, while 29.8% used applications about once a month. Only 21.7% of the participants never used applications. Most respondents (82.9%) reported having removed applications at times and expressed concerns with installed applications. Participants were also asked to indicate how many minutes they were willing to spend in configuring applications. The responses ranged from 0 to 20 min, with an average of 4.89 min. Below we list the measures utilized for our study.

6.2.1. Measures

- Ease of installation using our approach was measured using 3 items (α = .84) rated on a Likert scale (5-point rating scale, where 1 = strongly disagree and 5 = strongly agree). An example item is “Installing the last three applications was easy.”
- Satisfaction with our approach was measured using 3 items (α = .71) rated on a Likert scale. An example item is “I liked the approach used in this study.”

---

1 Our research study was protected by IRB#30654 “Improving Users’ Control Over Third Parties Applications in Social Network Sites”.
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• Concern with information disclosure was measured using 3 items (α = .92) rated on a Likert scale. An example item is “I felt nervous disclosing data to these applications.” Concern with information disclosure was measured separately for the applications using the commonly adopted approach and for the applications using our approach.

• Frequency of application use was measured on a frequency rating scale (1 = never to 5 = once or a few times a month) with the item “I use applications in Social Network sites.”

• Frequency of access to social network sites was measured on a frequency rating scale (1 = never to 5 = once or a few times a month) with the item “How often do you access online Social Networks sites?”

• General control inclinations were measured using 2 items rated on a Likert scale. The items “I like the idea of controlling my data when installing applications” and “I think it’s important to control your profile information and who accesses it” were not significantly intercorrelated (r = .20, p > .05). Hence, they were used as individual items and a composite scale was not computed.

• Willingness to reduce application capabilities for security purposes was measured using the item “I would be willing to reduce the application capabilities for better security and privacy,” rated on a Likert scale.

6.2.2. Procedure
Participants were asked to test our protection mechanism on real social network sites, using a comparative approach. Specifically, participants were asked to login to an existing social network site using their account (we chose Facebook due to its popularity). Participants were then presented with usage scenarios that asked them to simulate the installation process of 3 different applications using two approaches. The first approach entailed installing the 3 applications following the commonly adopted procedure in existing social network sites. That is, participants had no control over the data to be disclosed to the application and could only choose whether to install the APIs using this procedure or not install them at all. The second approach (our approach) entailed installing the 3 applications following our protection procedure. Specifically, participants were allowed to choose the quality of services of each application, taking into consideration the level of information disclosure that was necessary for each quality level. Furthermore, users could generalize the data asked by the application at their own will. The application suggested in a drop-down menu the predefined generalized attributes for each of the attributes required in order for the applications to function. For example, for the attribute location of a user in Pennsylvania, the drop-down menu would show City, State, Country. A screenshot of the installation main page is reported in Fig. 11.

After installing the applications, participants were asked to complete a post-session questionnaire assessing their attitudes toward the two approaches, their experiences with and attitudes toward social network sites and applications in these sites, their general control inclinations, and their demographic characteristics.

6.2.3. Results
The main purpose of this study was to examine users’ attitudes toward our application installation approach. Table 1 presents the descriptive statistics of the study’s variables. We hypothesized that participants would be less concerned disclosing information to applications when using our approach (that allowed them to control the information they would disclose and the information they would generalize), than when using the commonly adopted approach (that does not allow them to control which information they disclose). In order to test our hypothesis, we conducted a repeated measures t-test, comparing the mean concern with information disclosure when using our approach to the mean concern with information disclosure when using the commonly adopted approach. The difference in concern was statistically significant (t = −.37, p < .001). Participants reported less concern with disclosing information when using our approach (M = 3.60, SD = .95), than when using the commonly adopted approach (M = 3.23, SD = 1.04). Hence, this result confirms our hypothesis, and proves that users are concerned-as they should be-in disclosing massive amount of personal data to application developers. Moreover, we were interested in understanding the factors affecting users’ attitudes toward our approach. Specifically, we examined whether satisfaction with our approach is predicted by participants general control inclinations, willingness to reduce the capabilities of applications for the security purposes, concern with information disclosure when using the commonly adopted approach, concern with information disclosure when using our approach, age, frequency of application use, and ease of application installation. Specifically, we conducted an exploratory least-
Table 1 – Descriptive statistics of study variables.

<table>
<thead>
<tr>
<th>Variable</th>
<th>Mean</th>
<th>Std. Dev.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ease of installation</td>
<td>4.04</td>
<td>0.71</td>
</tr>
<tr>
<td>Satisfaction with our approach</td>
<td>3.96</td>
<td>0.60</td>
</tr>
<tr>
<td>Concern with information disclosure when using the commonly adopted approach</td>
<td>3.60</td>
<td>0.95</td>
</tr>
<tr>
<td>Concern with information disclosure when using our approach</td>
<td>3.23</td>
<td>1.04</td>
</tr>
<tr>
<td>I enjoy using applications in Social Network sites</td>
<td>3.26</td>
<td>(1.23)</td>
</tr>
<tr>
<td>I have had concerns about some applications (for example, I have been concerned about my privacy, I have been concerned about my computer security etc.)</td>
<td>3.99</td>
<td>(0.90)</td>
</tr>
<tr>
<td>I like the idea of controlling my data when installing applications</td>
<td>4.46</td>
<td>(0.67)</td>
</tr>
<tr>
<td>I think it’s important to control your profile information and who accesses it</td>
<td>4.58</td>
<td>(0.65)</td>
</tr>
<tr>
<td>I would be willing to reduce the application capabilities for better security and privacy</td>
<td>4.12</td>
<td>(0.86)</td>
</tr>
</tbody>
</table>

7. Conclusions

In this paper we have presented an access control framework for social networks developer applications that enables users to specify profile attribute preferences and requires applications to be designed so to be customized based on users’ profile preferences. Our framework provided a privacy-enabled solution that is in line with social network ethics of openness, and does not hinder users’ opportunities of adding useful and entertaining applications to their profiles. We modeled the applications as finite state machine with transition labeling indicating the generalization level required to enable application state transitions. We defined the reduced application transition system that only includes the state transitions possible with a given user generalization vector. Then we incorporated the user sensitivity metric to generate the weighted applications transition system.

Furthermore, we formalized the Minimal Attribute Generalization Problem and presented the Weighted Application Transition System which incorporates the user attribute sensitivity metric to generated a weighted graph representing the application state transitions. Using the weighted graph we transformed the Minimal Attribute Generalization Problem to the shortest path problem and provided an algorithm that generates the optimal user generalizations vector that will enable the transition to a target final state.

We evaluated the feasibility of our solution by showing a proof-of-concept architecture that extends a widely used open source content management. We showed how, with some extensions to the platform’s architecture, it is possible to develop a secure approach limiting the access of users’ data to the applications, and disclose only the attributes that the user consented. Additionally, we assessed the users’ perceived benefits and the ease of use of this type of approach by conducting a user study. As presented in the paper, the results are positive; users acknowledge that these types of solutions are needed and that our approach would allow them to enjoy more confidently the functionalities offered by applications. In the future, we plan to investigate the current work along several directions. First, we plan on extending the functionalities of the generalization technique, to support dynamic and customized generalization values. We will explore whether ontologies can be integrated in the social network system, so as to support a large variety of generalized values. Also, one limitation of the current prototype, is the lack of control of the data once it is disclosed to one application. An application may still disclose such user’s data to others, leaking users’ private data. To avoid such information flow issues, we are investigating stronger techniques that could allow a more stringent control over the data disclosed to each application.
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